Design of Normalized Relation: An Ameliorated Tool
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Abstract: The “normalization” is a practice used to design the relation(s) for a good database eliminating undesirable functional dependencies amongst that exist amongst attributes of the relation. The complexities involved in the normalization of relations, have mowed down vendors from automating the normalization processes. Although the keyword normalization is existing in the data manipulation language of Structured Query Language (SQL) standard.

This paper unravels the complexities involved in the normalization process and proposes an automatic methodology for refining the relations with normalization. The primary key for each relation is designed based on the superset of minimum attributes, which uniquely determines other attribute values of the tuple in the relation.

Utilizing the blend of analytical and synthetic approaches, the proposed implementation process forms and refines the relations grouping (with the use of axioms) the desirable functional dependencies of the relation to satisfy the first, second and third normal form rules.
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1. Introduction

Relational theory was originally proposed by Codd [1, 2, 3] and subsequently refined through many years of research. But today in the software market, the products are designed by deviating relational theory in its entirety [7] and the design of new relational database is made either by evolution of existing product or by the experience of designers [8]. Presently, research is carrying on the application of relational theory for XML data [19, 20] in web applications.

In relational theory, “normalization” is a procedure used to implement good database design, regulating the functional dependencies amongst the attributes. The normalization process eliminates the implicit and undesirable dependencies. But the vendors are mowed over the automation of normalization procedures in their products, though the keyword “normalization” exists in SQL standard.

This paper proposes a realizable design procedure to design relation(s) from a set of functional dependencies and attributes by incorporating the constraints laid by

the first normal form, second normal form, third normal form, with identification of candidate key attribute(s).

2. Background

A relationship between the abstracted attributes from a problem statement is represented by “functional dependency”. Such dependencies are used to group the attributes for a relation. A functional dependency over a set of attributes U is represented as X → Y where X, Y ⊆ U. If any relation R holds the functional dependency then the two tuples t₁ and t₂ of relation R with t₁[X] = t₂[X] then t₁[Y] = t₂[Y].

Normalization is a procedure to group the attributes for a relation [11] depending on the fulfillment of normal forms constraints. Originally three normal forms: first normal form, second normal form and third normal form of relations were proposed based on the functional dependencies. Further, the fourth, fifth normal forms were proposed based on the
multivalued and join dependencies. Recently the sixth normal form i.e. the Domain Key Normal Form [7] is added but it is applicable for a specific application. However, this paper restricts the discussion for those normal forms which are on functional dependencies i.e. the first three normal forms.

The first normal form [1] of a relation stresses on the atomicity of attribute values. It focuses on the structure of an attribute with unique and single value rather than a set of values and dependency of other attributes on partial values. Here, the same attribute's atomicity is application dependent. For example, in an employee relation, the attribute date (comprising date, month and year) of joining may be atomic with respect to that application and the same is not atomic when it is included in a zodiac application. Hence, the structure of an attribute is designed to maintain atomicity based on the application.

The second normal form [2, 3] of a relation is structured based on the dependency relationship between the part of key (sub key) and non-key attributes. This is acquired by eliminating a subset connection between determinant attributes of functional dependencies participating in the construction of second normal form relation.

The third normal form [2, 3] of a relation is relationship between the non-key attributes themselves. The elimination of dependencies between non-key attributes further trims the second normal form relation to the third normal form relation.

3. Frame work

The database schema design commences with abstraction of attributes and functional dependencies from an application by forward engineering process [4] from the software requirement specification (SRS). The abstracted attributes from a requirements specification in a forward engineering are descriptive in nature and hence, the attributes are structured with a single value, in a separate relation [8] or with relation valued attributes [7] depending on the application requirements.

The structured attributes and minimal covered attributes group[5, 6] represented in canonical form of functional dependencies are represented as a column and row of a dependency matrix with each element value depending on the following condition.

\[
a_{ij} = \begin{cases} 
1 & \text{determinant attribute of fd} \\
0 & \text{dependent attribute of fd.} \\
x & \text{otherwise} 
\end{cases}
\]

3.1 First Normal Form Relation

The design of first normal form of a relation commences with identification of candidate key(s) from a set of attributes and fds. The criterion for selection of a candidate key is based on “dominating set theory” with minimum number of attributes i.e. minimal super set of attributes is proposed below:

\[
P = \{X | \text{as a determinant attribute} \in \text{number of fds}\} \\
A = \{Y | \text{number of determinant attributes} \in \text{fds}\}
\]

The determinant attributes of a row corresponding to the maximum P and minimum A, are selected as a candidate key.

Candidate key = 

\[
\{\text{key | determinant attributes of fd corresponding to maximum (P) and minimum(A)}\}
\]

The procedure of identifying a candidate key from a dependency matrix representation of attributes and functional dependencies is as follows:

1) Count the number of 1’s in each column (ccount)
2) Count the number of 1’s in each row (rcount)
3) while (Value (maximum ccount, minimum rcount value) != 1)
   minimum rcount ← next minimum rcount
4) Candidate key ← determinant attributes of row selected

3.2 Second Normal Form Relation

The second normal form relation(s) is designed for preserving the transitivity dependencies between a part of the primary and non-key attribute, but the subset link between key and non-key attributes is eliminated. The pseudo-transitivity axiom [9] (which is inferred from the three axioms reflectivity, augmentation and transitivity) is employed for identifying the transitivity link among functional dependencies and the rule is given below.

If A → B and WA → C then WB → C

The pseudo-transitivity relation between functional dependencies is identified by comparing the element values with 0 and 1 of an attribute in a different row and same column and if it is true, then the dependent attributes (elements with 0 values) of the row with element value 1 is merged with the row having the element value 0. The row with element value 1 is discarded. This procedure is repeated until all the functional dependencies are completed. A procedure to design a second normal form relation is given below:

1) Select a row which has value (max rcount, min account) == 1
2) Merge the attributes of rows having pseudo-transitivity link and delete the linked row
   Repeat this step until there is no link.
3) If there are rows without pseudo-transitivity Links then select the row with value (max rcount, next min count) == 1 and go to step 2.
4) Merge the rows with exclusively identical determinant attributes.
5) For all rows
   If (determinant attribute(s) of row i is subset of row i+1 )
Construct relation corresponding to each row and revamp the determinant attribute(s) to key attribute(s).

### 3.3 Third Normal Form Relation

The third normal form relation(s) is constituted by identifying the pseudo-transitive link path among the different rows and the path link is tested for termination. If a path terminates at the dependent attribute(s) of a starting row then the terminating attribute(s) is deleted. The procedure to constitute a third normal form relation(s) from a set of functional dependencies is given below:

1. Merge the rows with exclusively identical determinant attributes.
2. Select a row which has a value (max rcount, min count) == 1.
3. If (path ends at dependent attribute(s) of selected row)
4. Delete the attribute(s) of selected row at which path ends.
5. Repeat the step 3 by selecting non deleted rows one by one.
6. Construct relation corresponding to each row and revamp the determinant attribute(s) to key attribute(s).

### 4. Case study

In this section, three case studies from simplest to complex are considered for the demonstration. The execution of tool is shown by the graphical approach and the implementation is done with amelioration in the depth first search (DFS) source code.

**Case 1:** Consider the functional dependencies \( A \rightarrow BC, E \rightarrow AD, G \rightarrow AEJK, GH \rightarrow FL, K \rightarrow AL, J \rightarrow K \) [22]. The dependency matrix representation is depicted in figure 1.

**Figure 1. Dependency matrix**

The bottom row depicts the number of participation of each attribute in a set of functional dependencies and the last column shows the number of determinant attributes in each functional dependency. The attribute \( G \) has the maximum number of participation and minimum number of association with other determinant attributes. Hence, the attribute \( G \) is determined as a candidate key and is revamped as a primary key in a relation. The resulting first normal form relation is shown in figure 2.

**Figure 2. First Normal Form Relation**

**Case 2:** Consider the functional dependencies \( AB \rightarrow CEF, A \rightarrow D, F \rightarrow G, BF \rightarrow H, BCH \rightarrow ADEFG \) and \( BCF \rightarrow ADE \) [22].

The dependency matrix representation is shown in figure 3.

**Figure 3. Dependency matrix representation**

Rows 6 and 7 are ignored since the value for maximum column count (14) and minimum row count (1) is \( x \). Hence, the row 1 is selected as an initial functional dependency for the design. The pseudo-transitive linked rows are depicted by darkening the elements and the dependent attributes are merged to form a single row. The resulted rows from figure 3 are shown in figure 4.

**Figure 4. Result rows**

The attributes of rows 1, 2, 3, 4 and 5 of result rows are merged to form a relation because of exclusive identical determinant attributes and the relation corresponding to attributes of row 6 is constituted. The second normal form relations are shown in figure 5.
The attribute D is eliminated from relation 1 because of \( A \in D \) and the determinant attributes are revamped to the primary key of a relation, which is depicted by darkening the attributes.

**Case 3:** Consider the functional dependencies \( AB \rightarrow CEFGH \), \( A \rightarrow D \), \( F \rightarrow G \), \( BF \rightarrow H \), \( BCH \rightarrow ADEFG \) and \( BCF \rightarrow ADE \). Minimal cover [5, 6] eliminates the \( BCF \rightarrow ADE \). The dependency matrix representation is shown in the figure 6.

Since there is a pseudo-transitive link with rows 3, 4 and path terminates at G, H attributes of row 1 in result for third normal form shown in the figure 9, Hence the attributes G, H are deleted from row 1. Similarly the attributes D, E, F and H are deleted because of pseudo-transitive link of rows 1, 2, 3 and 4. Then the relation corresponding to each row attributes is created. The third normal form relations with their keys are shown in figure 8.

### 5. Related work

Database management books [7, 8, 9, 10, 11, 14] provide normalization as a topic with theory of decomposing the universal relation to a normalized relation with examples. In a paper George C. Philip [12] given the practical role of normalization in database design, addressing the confusion in representing attributes with repeating values, discussed the removal of inconsistencies in defining relations with first normal form and simplified process of identifying the candidate keys. W. Kent [13] has given the guidelines for a record design. These guidelines are corresponding from first to the fifth normal forms, without referring to the concept of a relational model for generality, are easier to understand.

Fangjie Xu et al [16] developed a Computer Application Interface tool to demonstrate normalization or relation in step by step format for easier understanding of the key points of the theory. Nijsse et al [17] have developed a step by step method to develop a logical relational data model with non-mathematical terms. But the method uses an adapted version of Normalization by Synthesis.

Tauqeer Hussain et al [18] have proposed the elimination of the normalization process from database design and the relations are created by Entity-Relationship Diagram with a set of rules derived from the functional dependencies. Amir Hassan Bahmani et al [21] have developed an automatic tool with the aid of graph theory and identification of a key as a side outcome.

Recently the “normalization theory” is utilized in the XML data relationship [19, 20] for web applications. This paper identifies the candidate key attributes with a simple approach and the design of first normal form, second normal form and third normal form relation(s).

### 6. Conclusion

This paper automated a methodology that blends the analytical [1, 2, 3] and synthetic approaches [15] for the design of normalized relations by the dependency matrix representation corresponding to the attributes and functional dependencies.
The criterion for identification of a candidate key based on the “dominating set theory” with minimum number of determinant attributes is proposed. This is realized by the procedure that counts the participation of an attribute as a determinant attribute in a number of functional dependencies and the minimum number of associations with other determinant attributes.

Further, the second normal form, third normal form relations are designed by preserving, eliminating pseudo-transitivity link between various functional dependencies respectively. Then, candidate key(s) is revamped as the super key for a relation(s) at the end of each normal form design procedure.

The tool is refined with amelioration of DFS algorithm in its source code. The tool is simple, efficient for identification of key attribute(s), to design relations satisfying the first, second, third, normal form relation(s). This is demonstrated with case study. Further the correctness and completeness of a designed relation(s) is to be realized.
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